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1. **Definition**
   1. **Project Overview**

The domain of this problem is computer vision. Computer vision is a branch of machine learning concerned with the automatic extraction, analysis and understanding of useful information from a single image or a sequence of images (BMVA, n.d.). Computer vision began in the 1960’s, when a person named Larry Roberts wrote his PhD thesis on the possibility of extracting 3D details and information from 2D images(T.S. Huang, n.d.). In the 70’s, some progress was made on the interpretation of 2d images to 3d images (Hari Narayanan, et al, n.d.). In the 80’s, optical character recognition systems that recognize letters, symbols and numbers were used in several industries (Quick history, n.d.). In the 90’s, new applications of computer vision were possible as computers became more powerful and common (Quick history, n.d.). In the 2000’s, computer vision was used to process large datasets, videos and could understand motion, patterns and predict outcomes (Hari Narayanan, et al, n.d.). The [dataset](file:///C:\Users\ndrs\AppData\Roaming\Microsoft\Word\State%20Farm%20Distracted%20Driver%20Dataset.%20(2016).%20In%20Kaggle.%20Retrieved%20October%2025,%202017,%20from%20https:\www.kaggle.com\c\state-farm-distracted-driver-detection\data) being considered is the one provided in the Kaggle competition. It contains 2 folders, one with the training images and the other with the test images. The images capture the driver from a side-view dashboard camera. An excel file has also been provided and it links the images with its respective drivers for only the Train dataset.

* 1. **Problem Statement**

The problem that we are trying to solve is a multi-class classification problem. We are tasked to properly predict and classify driver’s behavior given the dashboard images of people doing 10 different actions, 9 of which are considered actions of distracted behavior. The 10 classes are as follows: c0: safe driving, c1: texting – right, c2: talking on the phone – right, c3: texting – left, c4: talking on the phone – left, c5: operating the radio, c6: drinking, c7: reaching behind, c8: hair and makeup, c9: talking to passenger.

A solution to this problem is using machine learning computer vision models to classify driver actions. Working with Convolutional Neural Networks would be a good idea because CNN’s are known to yield the most accurate results in the computer vision field. Keras application models with pre-trained weights could reduce the time it takes to train while still maintaining good results. Reducing image size and dividing the images into the RGB channels could make processing of the images more manageable. Pre-processing the images may be necessary to reduce overfitting and improve generalization. Once the model is fit, we will need to predict the labels of the test set to determine which of 10 categories each picture belongs to. The validation results and benchmark result will then tell us if we still need to improve the model. We are trying to achieve a log loss that would be closest to zero and should at least be within the top 10% of the Kaggle public leaderboard.

An outlined solution is, Step 1, import the training data. Step 2, split the training data into 2 subsets, a train subset and a validation subset. Step 3, Reduce and scale images from the dataset to a more manageable size. Step 4, augment the dataset by adding images with noise. Step 5, make the CNN architecture but most optimally make use of the keras application and pre-trained model weights such as Xception, VGG-16, Resnet50. Step 6, fit the model and save the resulted weights. Step 7, test using the validation subset. Step 8, validate results/accuracy. Step 9, Plot the train and test dataset against the fitted values/epoch to see how much the model is overfitting. Step 10, Predict the labels of the test dataset then submit it to Kaggle. Step 11, compare Kaggle result to see if it meets benchmark results. Step 11, Adjust architecture, model, parameters and data augmentation. Step 12, Repeat until it meets target benchmark results. Step 13, make final adjustments.

* 1. **Metrics**

I will make use of the Multi-class logarithmic loss. This metric is used in many computer vision classification problems because it measures the accuracy of a classifier by penalizing false classifications. It is also a good metric for this problem because in order to calculate log-loss, the classifier must assign a probability to each class rather than yielding the most likely class. Having a good log loss would mean we are generalizing all categories well and not only favoring and generalizing few categories. Since we also need to compare our results to a benchmark, it would be best to stick with the metric made use in the Kaggle competition.

-log P(yt|yp) = -(yt log(yp) + (1 - yt) log(1 - yp))

Sample output:

![](data:image/png;base64,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)

Multi class log loss example:

**>**LogLossMulti (["bam", "ham", "spam"], [[1, 0, 0], [0, 1, 0], [0, 0, 1]])

[1] 2.1094237467877998e-15

**>**LogLossMulti (["bam", "ham", "spam"], [[0, 0, 1], [1, 0, 0], [0, 1, 0]])

[1] 34.538776394910684

**>**LogLossMulti (["bam", "ham", "spam", "spam"], [[0.8, 0.1, 0.1], [0.3, 0.6, 0.1], [0.15, 0.15, 0.7], [0.05, 0.05, 0.9]])

[1] 0.2990

***Retrieved from Mark Needham,first steps with log loss***<http://www.markhneedham.com/blog/2016/09/14/scikit-learn-first-steps-with-log_loss/>

From this example, we can see that when the prediction is completely the same as the actual value, the log loss results to a 2.11e-15 and when the prediction is completely wrong, the log loss reaches 34.54.

1. **Analysis(2-4 pages)**
   1. **Data Exploration**

There are a total of 22424 images in the train dataset and 79726 images for the test dataset. All images are colored and 640 x 480 pixels in size. The images capture the driver from a side-view dashboard camera. The provided test dataset has no information as to what classification the pictures belong to and as such can be considered unseen data.

2489,2267,2317,2346,2326,2312,2325,2002,1911,2129

Sample image:
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* 1. **Exploratory Visualization**
  2. **Algorithms and Techniques**

The main model architecture that will be used is a Keras Application Model. These architectures have been perfected to classify images. Keras also has the option of making use of pretrained weights based of **ImageNet**. Making use of these pretrained weights can drastically reduce the time it will take to train and optimize the model.

The algorithms and techniques I intend to use and update are:

#REMOVE THOSE THAT WERE NOT PLANNED

* + 1. Keras Application Models
       1. Model -This is the main architecture that will be used to train our images. Architectures that I will try are VGG16, VGG19, ResNet50, Xception, Inceptionv3, InceptionResNetv2, MobileNet
       2. Weights- Random initialization or pretrained on ‘ImageNet’
    2. Neural Network Architecture
       1. Number of layers
       2. Layer types – Include Core, Pooling, Convolutional, Normalization and Noise layers
       3. Layer Parameters
    3. Preprocessing Parameters (see the Data Preprocessing section)
    4. Training Parameters
       1. Epochs- Training length
       2. Batch size- Number of tensors/images to be trained per epoch.
       3. Activation- The optimization algorithm to use for learning. Activation functions include softmax, elu, selu, softplus,softsign, relu, tanh, sigmoid, hard sigmoid and linear.
       4. Learning Rate- The learning speed of the algorithm
       5. Weight Decay- Regularization method used to prevent weights from growing too large
       6. Momentum- Technique used for accelerating gradient descent by making use of accumulated velocity.
    5. Callbacks
       1. Early Stopping- Technique used to reduce the training time when validation loss is not decreasing anymore.
       2. Model Checkpoint- Technique used for saving important weights.
    6. Cross Validation Techniques
       1. Kfold cross validation – technique used to train and evaluate models by randomly partitioning original samples into k equal sized subsamples. Each subsample is divided into a train and validation dataset.
    7. Other techniques
       1. Mean/Averaging Predictions- technique used to improve generalization by averaging out multiple predictions.

* 1. **Benchmark**

The benchmark result will be based on the Kaggle public leaderboard as I was unable to find a benchmark model as such. Since everyone in the leaderboard must follow the same rules and evaluation metric, it makes it good for benchmarking. My target result for this project is to reach the top 10% (≤ 144 of 1440) people with a logloss ≤ 0.24859. The target result is based on the log loss value of the predicted labels against the actual labels of the 79726 test images.

1. **Methodology(3-5 pages)**
   1. **Data Preprocessing**

The data preprocessing done are as follows:

1. Images are converted into 3 channels, RGB – This preprocessing is done so models may use the 3 channels to learn features with the objective of improving accuracy and log loss.
2. Images are resized to 224 x 224 – Resizing images makes it easier to load on memory at the cost of losing some details.
3. Image labels are converted to categorical integer features/vectors – This is done using the one-hot scheme. This encoding is needed for feeding categorical data to our models because it is the most practical way for models to read categorical data.
4. The list of Images is shuffled– Randomizing images is simply done to change the default order.
5. The list of images are divided into a train set and validation set - This division is important so that we could validate if our model is improving or not when it is training.
6. Pixel values are converted to 32 bit floats – This is done so we could rescale our images
7. Pixel values are divided by 255 – We divide our data by 255 because it is the maximum RGB value and we want our data to be within the range of 0 and 1.
8. Some images are randomly augmented using the following:
   * + 1. Random – Adding a touch of chance is known to improve accuracy and reduce overfitting in deep learning. This can be seen in everything from random weight initializations of models to dropout layers.
       2. Augmentations - Since not all dashboard images are taken in exactly the same spot, these augmentations provide a means of improving generalization.
          1. Zoom
          2. Width Shift
          3. Height Shift
          4. Rotation

Sample Output:

* 1. **Implementation**

This first implementation followed the steps as outlined in the problem statement and the solution is as follows:

1. Import data
   * + 1. Implementation: Created a function that would read all images. One function for reading the train dataset and another function for reading the test dataset
       2. Complications: It is a time-consuming and memory expensive process.
2. Split train dataset into train and validation subsets
   * + 1. Implementation: Split the dataset using train\_test\_split function of sklearn.
3. Preprocess dataset
   * + 1. Implementation: Data preprocessing is done as explained in the previous section
       2. Complications: The data preprocessing is memory expensive
4. Create Model Architecture
   * + 1. Implementation: Used the Keras application models then to finalize, I added my own layers with default parameters.
5. Train model
   * + 1. Implementation: Used Keras fit function to train the model.
6. Test model
   * + 1. Implementation: Used the validation set to test the model locally. Then when I was satisfied, I tested the model on the test dataset and submitted to Kaggle to see final results.
       2. Complications: loading the whole test dataset was memory expensive
   1. **Refinement**

Please refer to \_\_\_\_\_ notebook for my initial solution.

Please Refer to \_\_\_\_\_ notebook for my second solution

Please Refer to \_\_\_\_\_ notebook for my final solution

The first solution as seen in the previous section was a solution that left all parameters in its default state. Parameters that had no default state were selected at random. This solution was simply created to get things started and begin the refinement process. The log loss this implementation achieved in the whole test dataset is 7.541.

The second solution had reached its peak performance and could not be further improved despite weeks of research, refinements, trial and error. The lowest log loss that it achieved on the whole test dataset is 0.815. The model does well but it was still not enough to beat the benchmark result of 0.248. The refinements done on the first solution to come up with this solution is as follows:

1. Implemented a function that would save read data into cache files.
2. Made a function that would split the train dataset into 3(train, validation and test), this is so my local test would yield a similar log loss to the actual test dataset.
3. Train, validation and test sets are saved in different cache files to reduce memory usage.
4. Data Augmentations and parameters were based on logic, log loss and the train vs validation plot
5. Selected the application model and weight initialization that resulted to the best log loss
6. Selected the layers and layer types and layer parameters that yield the best results
7. Selected the best activation based on the problem and trial and error
8. Selected the most effective optimizer based on its default parameters.
9. Learning rate, weight decay and momentum were selected and updated based on the train vs validation plot
10. Batch size was selected based on GPU memory capabilities
11. Epochs was selected based on the log loss improvement
12. Created a function that splits the test dataset into 5. This is done to reduce the memory usage.

For this final solution, most parameters mentioned in the previous solution had to be tweaked after adding the new refinements. This is due to the better understanding of the problem that was yielding poor results and after months’ worth of iterations, trial and error. To get the final solution, these are the new refinements that were done:

1. Applied the K-fold cross validation technique to maximize the learning of train dataset.
2. Used the Mean/Averaging predictions technique to make predictions. This is used to improve the generalization capabilities by averaging the prediction results of the model with different weights created from using the K-fold cross validation technique.
3. The next refinement was the adding of the Early stopping technique. This technique reduces the time it takes to train when there are no notable validation loss improvements.
4. One other technique was sorting out the images by the drivers to reduce counter overfitting. It appears that the model was overfitting and memorizing the drivers so when exposed to new drivers it would not do as well.
5. Made use of batch normalization technique to provide the final layer of the neural network an input that has zero mean and standard deviation close to one. This is done to train the network faster and generally improve the accuracy.
6. **Results(2-3 pages)**
   1. **Model Evaluation and Validation**

The final model architecture and parameters were selected based on the validation loss and test results. Multiple tests and refinements had to be done on the model and parameters before I could achieve optimal results.

The model architecture and parameters are as follows:

* + 1. The model input uses the default shape of our keras application model. The shape is 224, 224, 3.
    2. The Keras application model I used and selected is ResNet50. This decision was entirely based on the validation results. I tried and tested all Keras application models from VGG16 to MobileNet.
    3. Made use of the ‘ImageNet’ (pre-trained) weights for the Keras application model because the random initializations option did not provide results anywhere near that of ‘ImageNet’. Also using pre-trained weights option is known to yield decent results when working on similar classification problems without needing to spend too much time training the model.
    4. The output of the Keras application model is then applied a Global Max Pooling 2D layer because it used to reduce the dimensionality of the data and partly reduce overfitting. Using a Global Average Pooling 2d does only slightly worse and not using either would significantly (negatively) affect the end results.
    5. Applied a dense layer with 512 units. This is done to change the dimensionality of the vectors and is basically used to filter out features. Tried with several other units and combination of layers (dropout and other dense layers) but none yield better results
    6. The dense layer makes use of the ‘relu’ activation. This activation was recommended in the Udacity course because training is faster and overall gives the best results. I tried all other available activations like ‘selu’ and ‘softplus’. Some did at times provide better test results, but the results differed significantly from one test to the other despite setting a random seed.
    7. The next layer added is a Batch Normalization layer. This layer is used to normalize the data. This is a technique helps train the network faster and improve the results.
    8. The last layer is a dense layer with 10 units. The units should match the number of classification we need. This is common practice in CNN’s.
    9. A ‘softmax’ activation is used in the last dense layer because it yields the best results for a multi classification problem. I tried and tested with other activation functions, but no activation does better.
    10. The model architecture is then compiled with the optimizer ‘SGD’. This optimizer was selected after looking through all available optimizers.
    11. The ‘SGD’ optimizer has the learning rate of 0.001. At this speed the optimizer learns important features rather quickly. If we were not to apply Batch Normalization, we would need to reduce the learning rate to 0.0009.
    12. Applying a Momentum of 0.9 to our optimizer simply aims to speed up the learning process.
    13. Applying the Nesterov parameter enhances the momentum parameter into reaching the best results even faster.

To verify the robustness of the final model, I tested the model on the Kaggle test dataset and submitted it. The model can be considered robust and good at generalizing unseen data if it is able to yield decent results on a total of 79726 unseen images. I was unable to provide my own images because I just recently moved to another country and there I do not own a vehicle. Small changes (aside from the necessary data augmentations) on the train data does significantly impact (negatively) the end results because these changes would impact key features the model is trying to learn.

* 1. **Justification**

The final results are found stronger than the benchmark result reported earlier. The model results to a log loss of (value) while the benchmark has a log loss of (value). This means that model would be able to solve the problem only (value difference) better than the benchmark. The model does not do significant better than the benchmark, but it is certainly enough to categorize drivers into the 10 behaviors with minimal error.

1. **Conclusion(1-2 pages)**
   1. **Free-form Visualization**
   2. **Reflection**

This may serve as a summary of the entire process I used for this project

* + 1. Find a relevant problem that machine learning can solve
    2. Understand the data input
    3. Research similar problems and their solutions
    4. Identify the most efficient high-level solution for the problem
    5. Create a benchmark result
    6. Implement a simple solution
    7. Identify problems areas that stop implementation from reaching desired results.
    8. Research and list down solutions to the problems listed
    9. Test each solution
    10. Apply and refine working solutions
    11. Iterate steps 6 to 10 until satisfied with results

The most interesting aspects of this project are:

1. Understanding all the different techniques and optimizations to solve the problem.
2. Importance of understanding the logic behind each parameter.

The most difficult aspects of this project are:

1. Trying to achieve optimal results was a real challenge. I had to make use of all the best practices and optimizations I could find before I could get even close to the benchmark result.
2. Another complicated aspect of this project was the cause and effect. An example of this is that by changing parameter A, I would have space to optimize parameter B but doing so would negatively affect parameter C. Trial and error was key to helping me understand the relationship of one parameter to the other.
3. Another difficult aspect of this project was fitting data into memory. I spent weeks trying to implement all sorts of memory optimization techniques, but they were all just not enough. Of course, I could have just reduced the image size, removed some image augmentations and submitted the project with sub-optimal results. But because I really wanted to achieve the results I committed to, I resorted to buying an additional 8 GB of RAM and when that wasn’t enough during the K-fold implementation I bought another 8 GB. Even then I used to still run into memory issues, but it was at least enough to get the job done.

The final model met my expectations for the problem and I believe there are many techniques and optimizations used here that would work on similar problems.

* 1. **Improvement**

If I were to use my solution as the new benchmark, beating it would certainly be a challenge. However, there are some solutions that are significantly better than this one as we can see from the Kaggle leaderboard, but it would require someone with either more experience, better equipment or more time.

There are some improvements that would have worked had I known how to implement them. I would have tried studying these methods, but I ran out of money to extend the course. I will however try to properly implement them after passing this project. These are the improvements that would have worked:

* + 1. One technique is using multiple models. This technique is used to improve the generalization and overall prediction accuracy by averaging out the results of multiple models. I tried implementing a version of this, but it did not work out. I assume its because both models were learning the same features and used similar parameters. Training multiple models on different portions of the image would have yield better results.
    2. Another technique is the freezing of layers and retraining them.
    3. Hiding unimportant portions of the image. This would help the model learn only the important parts of the image. In theory it should improve the training speed and increase the accuracy.
    4. Rescaling images closer to its original size. Important features may have been lost by rescaling them to a 224 x 224 and I did not have the necessary hardware to effectively test this.
    5. Decreasing the batch size. In theory, the model would learn more features at the cost of training time.
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